![Austral - Vertical Logo.png](data:image/png;base64,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)

FACULTAD DE INGENIERÍA

GRUPO 5

José Rojas

Tomás Shilton

Exercise 1 ADT

**Index**

**Provider 2**

**Catalogue 3**

**HouseholdAppliance 4**

**Manufacturer 4**

**Label 5**

**LineCart 5**

**Cart 6**

**Ticket 7**

**ADT: Provider**

**Description**: an organization which has household appliances and takes care of their distribution. As an organization, it has certain information.

Constructors

**Provider**: name X description X address X city X phoneNumber X webPage → Provider

**Comment**: creates a provider with the specified information and no household appliances in the warehouse.

**Precondition**: a name, description, address, city, phone number and web page.

**Postcondition**: a provider with the specified information.

Modifiers

**addHouseholdAppliances**: Provider X householdAppliances → Provider

**Comment**: adds household appliances to the provider’s warehouse.

**Precondition**: a list of household appliances.

**Postcondition**: the provider with the household appliances added.

**removeHouseholdAppliances**: Provider X householdAppliance → Provider

**Comment**: checks if the household appliance is in the warehouse and if it is, it is removed.

**Precondition**: a household appliance.

**Postcondition**: if the household appliance is in the warehouse, the provider without it. Else, the provider as before the method was applied.

**provideHouseholdAppliance**: Provider X applianceName X applianceModel X quantity → householdAppliances

**Comment**: receives a household appliance name and model and the wanted number of them and, if available, returns them.

**Precondition**: a name, model and an integer higher than 0.

**Postcondition**: if enough products which satisfy the requirements are found, a list of those household appliances. Else, nothing.

Analyzer

**getProductQuantity**: Provider X name X model → numberOfProducts

**Comment**: given a product name and model, returns the quantity of that product in the warehouse.

**Precondition**: a name and model.

**Postcondition**: an integer >= 0.

**ADT: Catalogue**

**Description**: list of household appliances which have a discount.

Constructor

**Catalogue**: id X name X discount → Catalogue

**Comment**: constructs an empty catalogue with an id, name and a discount.

**Precondition**: an id, name and an integer x with 0<x<100.

**Postcondition**: an empty catalogue with the specified information.

Modifier

**addProduct**: Catalogue X householdAppliance → Catalogue

**Comment**: checks if the household appliance is already in the catalogue, if not, it adds it to the catalogue.

**Precondition**: a household appliance.

**Postcondition**: if the household appliance is not in the catalogue, the catalogue with it added. Else, the same catalogue as before the method.

**removeProduct**: Catalogue X householdAppliance → Catalogue

**Comment**: checks if the household appliance is in the catalogue, if it is, it removes it from the catalogue.

**Precondition**: a household appliance.

**Postcondition**: if the household appliance is in the catalogue, the catalogue without it. Else, the same catalogue as before the method.

Analyzer

**hasProduct**: Catalogue X householdAppliance → boolean

**Comment**: checks whether a household appliance is in the catalogue or not.

**Precondition**: a household appliance.

**Postcondition**: true if the household appliance is in the catalogue, false other way.

**ADT: HouseholdAppliance**

**Description**: a product with a name, model and price that can be bought or sold and is made by a manufacturer.

Constructor

**HouseholdAppliance**: name X model X price → HouseholdAppliance

**Comment**: creates a household appliance with the specified name, model and price and a label depending on these.

**Precondition**: a name, model and a real number > 0.

**Postcondition**: a household appliance with the specified information.

Modifier

**changePrice**: HouseholdAppliance X newPrice → HouseholdAppliance

**Comment**: changes the price of the specified household appliance to the new one.

**Precondition**: a household appliance and a real number > 0.

**Postcondition**: the household with the new price.

**ADT: Manufacturer**

**Description**: produces the household appliances.

Constructor

**Manufacturer**: name X description X address X city X phoneNumber X webPage → Manufacturer

**Comment**: creates a manufacturer with the specified information.

**Precondition**: a name, description, address, city, phone number and web page.

**Postcondition**: a manufacturer with the specified information.

Analyzer

**makeHouseholdAppliances**: Manufacturer X applianceName X applianceModel X quantity → HouseholdAppliances

**Comment**: given a household appliance name and model, makes the specified quantity of those.

**Precondition**: a household appliance name and model and an integer > 0.

**Postcondition**: the specified number of the specified household appliance.

**ADT: Label**

**Description**: contains the household appliance’s information.

Constructor

**Label**: id X name → Label

**Comment**: creates a label with the specified information.

**Precondition**: an id and name.

**Postcondition**: a label with the specified information.

**ADT: LineCart**

**Description**: buying order for a household appliance which contains the number of it to be bought.

Constructor

**LineCart**: id X householdAppliance X quantity → LineCart

**Comment**: creates a line cart with the specified information.

**Precondition**: an id, household appliance and an integer > 0.

**Postcondition**: a line cart with the specified information.

Modifier

**addProduct**: LineCart X quantityToAdd → LineCart

**Comment**: adds more of the same product to the cart.

**Precondition**: an integer > 0.

**Postcondition**: the line cart with the products added.

**removeProduct**: LineCart X quantityToRemove → LineCart

**Comment**: removes some of the products from the cart.

**Precondition**: an integer > 0.

**Postcondition**: the line cart without the products removed.

Analyzer

**getPrice**: LineCart → price

**Comment**: calculates the line cart’s price by multiplying the number of products by its price.

**Precondition**: a line cart.

**Postcondition**: a real number >= 0.

**ADT: Cart**

**Description**: a line cart holder, where a customer can check the products he is going to buy and how many of them.

Constructor

**Cart**: id → Cart

**Comment**: creates an empty cart with a total price of 0.

**Precondition**: an id.

**Postcondition**: a cart with the specified id.

Modifier

**addProducts**: Cart X LineCart → Cart

**Comment**: adds a line cart and recalculates the total value of the cart by adding the value of the line cart to it.

**Precondition**: a line cart.

**Postcondition**: the cart with the line cart added and its price added to the cart’s total price.

**removeProducts**: Cart X HouseholdAppliance X quantityToRemove → Cart

**Comment**: looks for the line cart of the specified household appliance and removes the quantity specified. Recalculates the total value of the cart with the modified line cart. If the line cart product quantity is 0, removes it from the cart.

**Precondition**: a household appliance and an integer > 0.

**Postcondition**: the cart with the products removed and its total price reduced.

Analyzer

**getTicket**: Cart → Ticket

**Comment**: creates the cart’s corresponding ticket with the cart’s id and total price.

**Precondition**: a cart.

**Postcondition**: a ticket.

**ADT: Ticket**

**Description**: a bill with the corresponding cart’s amount of money to be paid.

Constructor

**Ticket**: id X amountToPay → Ticket

**Comment**: creates a ticket with the specified information.

**Precondition**: an id and a real number > 0.

**Postcondition**: a ticket with the specified information.